1. Introduction

Software development is the process of computer programming, documenting, testing, and bug fixing involved in creating and maintaining a program [1]. A software development process is a sequence of stages, the transition between which has no clear boundaries. Usually, the next stage begins upon implementation of 80–90 % of the works of the previous stage. This is especially true of the requirements engineering stage when in some cases evaluation of indeterminate forms occurs only at the end of the project.

In the description of the process of creating software products (SP), the approaches based on data types such as functional, relational (Z, VDM) or axiomatic (OBJ) are preferable. These approaches facilitate software design while being insufficient to describe the system dynamics. Other formal approaches such as finite-state machines [2] or Petri nets [3] allow a detailed description of the system dynamics, but poorly describe changes in internal data during transitions between states. There are approaches that well describe both the system dynamics and processes in data, such as Statecharts [4]. However, they are insufficiently formalized. The outlined approaches represent the overall software development process in dynamics, but don’t represent it at different levels of detail that can be achieved using Markov processes and appropriate mathematical tools.

2. Literature review and problem statement

Formalization of software use cases with the Kripke model has been made [5]. This model is a variation of non-deterministic finite-state machine used in model checking to represent the behavior of a system.

The authors [5] propose to apply a template to transform the description of use cases into a Kripke structure [6]. This
structure may further be used for formal system verification [7] or for automatic test case generation [5]. This approach eliminates the gap between informal and formal requirements specification, which will help the users who can’t write formal specifications.

This approach would be appropriate for use at the stage of testing data preparation and during software testing [8], but it can’t be applied, for example, in software design or programming.

The authors [9] propose to formalize software use cases by means of X-machines similar to the finite-state machines, but have two important differences from them [10]:

– each X-machine corresponds to a certain data set (memory content);
– transitions depend not only on input data, but are also a function of the input value of the data set.

This formalization will provide a complete set of tests for testing a software product. The authors demonstrate the application of the method of transformation of use cases into the appropriate X-machine model on the example of the ATM.

The above formal approach to the transformation of software use cases into different structures should be applied during software testing. However, it does not allow the description of software development process at different levels of detail.

In [11], the authors transform a cognitive map [12] into the Markov model for displaying the development of cognitive project analysis to obtain quantitative estimates of the project state probabilities.

In [11], the authors consider the construction of a cognitive map on the example of software development management. The resulting cognitive map of the software development process represents the system state and transitions between the states. Suppose that the sum of probabilities of all states is unity, and transitions from each state to another are incompatible events. Then such a graph can be presented as a homogeneous Markov chain with discrete states and discrete time [13]. After the completion of a directed graph that represents the cognitive features of software development projects with relations with delays in each of the 10 processes (states), we obtain a Markov chain.

The above-mentioned transformation of a cognitive map into a Markov chain allows passing from qualitative assessments of the software development process to quantitative characteristics. This provides a multi-vector overview of the state of the project development process, but does not represent it at different levels of detail.

The authors [14] suggest designing software using UML diagrams and Petri nets, allowing to find and fix logical errors (loopying, end labeling, dead transitions). The creation of software products based on sharing the UML diagrams and Petri nets is divided into several phases: selection and development of appropriate UML diagrams, transformation of the resulting diagrams into Petri nets, Petri nets analysis and making necessary changes in the UML diagram according to the analysis results.

Such transformations are appropriate in software design, but not in considering the software development process at different levels of detail.

The authors [15] solve the problem of predicting the software performance index at the beginning of development. The authors argue that the object-oriented systems modeling language based on components – Palladio Component Model (PCM) allows predicting the software performance. However, the PCM has problems with scalability and provides no correlation between the accuracy of results and overhead analysis. Therefore, the authors suggest using Queueing Petri Nets (QPNs) – an approach to formalization, for which efficient modeling methods based on solution technologies are available.

In [15], the authors present a formal expression of the QPN model based on the PCM, implemented with automated transformation. Experimental data confirm that such an approach provides high accuracy of overhead consideration (up to 20 times lower compared to the PCM approach).

The authors [16] consider the approach to software development – Model Driven Development (MDD), which aims to enhance the role of modeling in software development. The paper deals with the MDD model for the transformation of sequence diagrams into Petri nets.

The authors propose to split a sequence diagram into blocks and represent them by means of Petri nets. Then the blocks can be combined to create a large Petri net. This transformation allows a free choice of Petri nets and eliminates complexity in the analysis of the program developed.

The authors [17] suggest an approach based on the Monte Carlo method for software reliability testing. The outlined approach uses frequent data sets to determine the properties of a given object, and the results represent the percentage of software reliability. This approach is applicable to financial or statistical analysis, software testing, troubleshooting in chains, etc.

The approach based on the Monte Carlo method is useful for software testing, but not for the software development process modeling.

Table 1 shows the comparative description of the above approaches and software development stages suitable for them.

<table>
<thead>
<tr>
<th>Table 1</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Application of formal approaches to software development modeling</strong></td>
</tr>
<tr>
<td>Formal approach</td>
</tr>
<tr>
<td>Kripke structure</td>
</tr>
<tr>
<td>X-machines</td>
</tr>
<tr>
<td>Markov chain</td>
</tr>
<tr>
<td>Petri nets</td>
</tr>
<tr>
<td>Monte Carlo method</td>
</tr>
</tbody>
</table>

As seen from Table 1, currently the approaches prevail that describe the software development process only at a certain stage development and cannot represent it at different levels of detail. Thus, there is no approach that allows using a single mathematical tool to describe the process at different levels of detail.

3. The aim and objectives of the study

The aim of the work is to model the software development process using Markov chains.
To achieve this aim, it is necessary to solve the following problems:
- to develop an information model of the software development process;
- to define the basic levels of detail of the software development process;
- to define and model the software development stages for each level of detail using the Markov processes.

4. Research methods for the software development process

4.1. Development of an information model of association rule mining and application in software development

An information model of association rule mining and application in software development (Fig. 1) describes input and output values of the process, as well as parameters and variables present in it.

Fig. 1. Information model of association rule mining and application in software development

Let the i-th task Task; be described by the following characteristics:

\[ \text{Task}_i = \{\text{Type}, \text{Priority}, \text{Severity}, \text{Component}\} \]  
where \( i = 1, I \), \( I \) is the number of tasks; Type is the type of the i-th task that has a set value \{new task, improvement, feature, defect\}; Priority is the priority of the i-th task that has a set values \{high, medium, low\}; Severity is the degree of importance of the i-th task that has the set value \{critical, moderate, minor, cosmetic\}; Component is the component of the developed software, the set value of which is dependent on specific software.

Let the j-th developer who performs tasks, Dev; be characterized by the following indicators:

\[ \text{Dev}_j = \{q, e\} \]  
where \( j = 1, J \), \( J \) is the number of developers; \( q \) is the cost of a working hour of the j-developer; \( e \) is the experience of the j-developer who has the set value \{junior, middle, senior, architect\}.

A set of AR found and used in software development is described by:

\[ \text{Task}_i \cup \text{Dev}_j \Rightarrow \text{time}_j \]  
\[ \text{Task}_i \cup \text{Dev}_j \cap \text{time}_j = \emptyset \]  
where \( \text{time}_j \) is the duration of the i-th task performance by the j-th developer.

It is necessary to develop an information technology for association rule mining and application, with the quality of the developed software given in specifications, for which the following conditions are true:

\[ \text{Time}(\text{Task}_i, \text{Dev}_j) = \sum_{i=1}^{I} \sum_{j=1}^{J} \text{time}_i \rightarrow \text{min}, \]  
\[ \text{Q}(\text{Task}_i, \text{Dev}_j) = \sum_{i=1}^{I} (q_i \sum_{j=1}^{J} \text{time}_j) + P \sum_{j=1}^{J} \sum_{i=1}^{I} \text{time}_i \rightarrow \text{min}, \]  
where \( \text{Time}(\text{Task}_i, \text{Dev}_j) \) is the duration of software development with the quality given in the specifications; \( \text{Q}(\text{Task}_i, \text{Dev}_j) \) is the cost of software development; \( P \) is the cost of using technical means per 1 working hour of a software developer (Internet, electricity payments).

Since this problem can be seen as a multi-criteria optimization problem, two optimization criteria were reduced to one by introducing the efficiency criterion of AR mining and application \( W \) as a functional of \( \text{Time}(\text{Task}_i, \text{Dev}_j) \) and \( \text{Q}(\text{Task}_i, \text{Dev}_j) \):

\[ W = W(\text{Time}(\text{Task}_i, \text{Dev}_j), \text{Q}(\text{Task}_i, \text{Dev}_j)). \]  

The developed information model of the software development process can be used in creating an appropriate information technology.

4.2. Modeling of the software development process with the Markov processes

The software development process can be seen at the levels of detail (Fig. 2), each being described the corresponding mathematical tool.

Fig. 2. Levels of detail of the software development process

The first level of detail of the software development process shows the software product as a finite set of components \( \text{product}_1, \text{product}_2, ..., \text{product}_k, ..., \text{product}_k \). These components are the programs, being considered as a unit and performing a complete function and used independently or as a part of a software product (SP) (Fig. 3):

\[ \text{Product} = \{\text{product}_1, \text{product}_2, ..., \text{product}_k, ..., \text{product}_k\} \]  
where \( k = 1, K, K \in \mathbb{N} \).

Each component is developed independently of the other, but the functionality may depend on the performance of other components. Such components can be developed simultaneously and independently by different development
teams or in a certain order by one team of programmers. It depends on the project complexity and human resources involved in the development.

![Fig. 3. Graphic representation of the first level of detail of the software development process](image)

The SP development process at this stage can be considered as a random process \( X(t) \), whose domain \( T \) is a discrete set of points:

\[
t_0 < t_1 < \ldots
\]  

(8)

and the state space is a discrete set of components \( \text{Product} \). At time \( t_0 \) (where \( n=0, 1, 2, 3, \ldots \)), one of the components can be developed (i.e., it can be in an appropriate state). At time \( t_{n+1} \), this component can change into a different state or remain the same.

Such presentation of the software development process at the first level of detail corresponds to the mathematical description of the Markov chain – a random process satisfying the Markov property and takes a finite and countable number of states \([13]\). This process can be described by the conditional uniform distribution function:

\[
F_i = (x_N | x_0, \ldots, x_{N-1}, t_0, \ldots, t_{N-1}) = F(x_N | x_{N-1}). \quad N=1,2,\ldots
\]  

(9)

The second level of detail of the SP development process represents a detailed description of the stages of development of a particular component. Each software component is developed according to a specific algorithm. So, the main steps of the algorithm are (Fig. 4).

1. Analysis.
   A study of the problem is carried out and the most important requirements to the developed component, from the customer’s or users’ perspective, are identified \([1]\).

2. Design.
   The user’s requirements to the component are transformed into detailed and specific requirements to the internal device and its functioning from the programmer’s point of view \([18]\).

3. Programming (coding, implementation).
   The project is implemented in specific programming languages using specific tools. The result of coding is a finished component of the integrated SP suitable for implementation \([18]\).

4. Testing.
   Troubleshooting in the program and documentation is performed and the correspondence between the created component and its specification is determined \([19]\).

5. Documenting.
   At this stage, documentation on the finished component from both “external” and “internal” sides is prepared \([19]\).

The SP development process at this stage can be considered as a random process \( X(t) \), whose domain \( T \) is a discrete set of points

\[
t_0 < t_1 < \ldots
\]  

(10)

and the state space at this level is a discrete set of points \( \text{Product} \), where \( l = \text{Product} \). State changes are possible at any random time points \( t_0 < t_1 < \ldots \). This process is a discrete random function, for which the one-dimensional distribution function can be represented by \([20]\):

\[
F_i = (x_N | x_0, \ldots, x_{N-1}, t_0, \ldots, t_{N-1}) = F(x_N | x_{N-1}). \quad N=1,2,\ldots
\]  

(10)

The third level of detail of the SP development process represents a detailed description of a particular stage of development of a specific component. One of the stages is testing – the process of the program implementation to detect errors or defects \([21]\). Basic testing steps are (Fig. 5).

1. Preparation for testing \([21]\).
   Testing planning includes the actions aimed at identifying key testing purposes and objectives, the implementation of which is necessary to achieve them.

2. Development of tests \([21]\).
   Development of tests is a process of writing test cases and conditions based on overall testing purposes.

3. Performance of tests \([22]\).
   When performing tests, test cases based on previous test cases are written, a test environment is prepared and tests are started.

4. Evaluation of testing results \([21]\).
   After testing, a report that describes the defects found is written and a decision on further bug fixing or changes in the product code is made.

Similarly to the first level of detail, the SP development process at this level can be considered as a random process \( X(t) \), whose domain \( T \) is a discrete set of points

\[
t_0 < t_1 < \ldots
\]  

(11)

and the state space at this level is a discrete set \( S = \{0,1,\ldots\} \). State change is possible at time \( t_0 \) (where \( n=0, 1, 2, 3, \ldots \)) and such a random process can be viewed as a discrete random sequence of discrete random variables \( X_N = X(t_0), N=0,1,\ldots \). Consequently, this process is a Markov chain \([12]\), whose distribution function is shown in (9).
Thus, each of the levels of detail of the software development process can be modeled using the Markov random processes. So, the first and third levels of detail are modeled using a Markov chain, and the second one – with the discrete Markov process.

5. The results of the research on modeling of the software development process with the Markov processes

The proposed information model based on the Markov processes was used in the development of the Riggoh software product by the following algorithm:

1. The basic components that make up this software product, namely, App, PEW, Notification, Admin, Configuration, GPS, Archive were identified.

2. The basic stages of development of each component were determined. As the development process takes place using a waterfall model, it corresponds to the stages shown in Fig. 4.

3. The basic steps of each stage were determined. Each of the algorithm steps involved counting of components, stages and steps, respectively.

The research revealed the following patterns:

1. In the analysis of the software development process at the first level of detail, 7 major components that make up the complex Riggoh software product were identified. The number of stages and steps of the development process of the specified software at this level is undefined.

2. The analysis of each of the 7 identified components at the second level of detail revealed 5 basic steps (Fig. 4) required for its implementation. The number of steps of the development process of the specified software at this level is undefined.

3. The analysis of each stage at the third level of detail revealed that the stage of analysis, design and documenting is performed in one step. The programming stage involves the following 3 basic steps: prototyping, test writing, coding. Accordingly, the stage of testing of a software product includes 4 major steps (Fig. 5). Thus, the development of one component of the Riggoh software product at the third level of detail is defined in 10 steps.

Table 2 shows the quantitative indices of modeling of the software development process for each level of detail.

<table>
<thead>
<tr>
<th>Levels of detail</th>
<th>Number of components</th>
<th>Number of stages</th>
<th>Number of steps</th>
</tr>
</thead>
<tbody>
<tr>
<td>I level of detail</td>
<td>7 components</td>
<td>Undefined</td>
<td>Undefined</td>
</tr>
<tr>
<td>II level of detail</td>
<td>7 components</td>
<td>5 stages</td>
<td>Undefined</td>
</tr>
<tr>
<td>III level of detail</td>
<td>7 components</td>
<td>5 stages</td>
<td>10 steps</td>
</tr>
</tbody>
</table>

Thus, the process of development of the Riggoh software product requires considering (7×5×10=350) basic implementation steps.

In addition, modeling of the software development process with the Markov chains was performed. The modeling has allowed representing the software development process at different levels of detail, which can be used to develop an appropriate information technology.

At the first level of detail, described by the Markov chain, the number of stages and basic steps of the software development process is undefined, so association rule mining is impossible.

At the second level of detail, described by the discrete Markov process, tasks are not distributed in the software development stages, so, classification algorithms should be used first for their separation. After tasks are classified according to the Type parameter, relationship discovery can be started.

At the third level of detail, defined as the Markov chain, tasks are related to a particular stage of software development, association rule mining can be started immediately using appropriate algorithms [23].

Thus, the use of Markov random processes involves a single mathematical tool to describe a multi-level complex process of software development. Note that a random process can be discrete or continuous at each level. Association relationships between the time needed to solve the software development task and the respective developer would be best to seek for at the second and third levels (Fig. 2).

6. Discussion of the results of the research of the software development process modeling with the Markov processes

As a result of the research, an information model of the software development process was developed. Unlike existing models such as X-machines, Kripke structure, Petri nets and Monte Carlo method, it allows describing the software development process at different levels of detail using a single mathematical tool.

The specified existing approaches to the software development process modeling can be applied to software products based on any principle of software development. While the proposed information model can be applied only to the software product that is based on the waterfall development principle, which is the main disadvantage.

The advantage of the proposed information model is consideration of the software development process at three levels of detail that facilitates understanding.

The research results can be applied in software development for planning this process. Thus, a project manager, knowing the time required to solve a certain task by a developer with specific skills, can effectively distribute all the tasks among team members. This takes into account association relationships on the set terms and quality of the designed software revealed at appropriate stages.

The proposed information model can be the basis for an information technology of association rule mining and application in software development.

7. Conclusions

1. An information model of the software development process that represents the process and can be used in creating an appropriate information technology was developed. A feature of this model is the ability to find relationships between tasks that arise during software development and time necessary to perform them by a certain developer.
2. Three levels of detail of the software development process were identified:
   - the first level, representing the development of software, which is a finite set of software components;
   - the second level, representing a detailed description of the stages of development of a particular component;
   - the third level, representing a detailed description of a certain stage of development of a particular component.

3. Modeling of the development process of the Riggoh software product with the Markov processes at each level of detail was defined and implemented. As a result, the information model of the software development process was obtained.
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