The object of research in the paper is the source code of a software product written in the Swift programming language. Most programs as a product of a certain project during the life cycle require changes and modifications, which is costly or impossible to implement in the case of poor code quality. One of the options for solving the problem of poor code quality is the timely application of refactoring principles. The existing problem is that implementation of high-level refactoring must be done manually by the developer without the use of automated tools as built-in solutions cannot fulfill the need due to the architectural complexity of the product.

To reduce the number of errors made during refactoring, to simplify the process of performing routine actions, it is suggested to use a new software product for refactoring. It works with high-level user commands based on a formalized description of the source code together with a knowledge base containing a description of code entities and their properties (what specific actions can be performed with them). In the work, the refactoring of the source code was carried out using the example of the Swift programming language. The proposed approach of component architecture (knowledge base, software engine) further allows to expand the functionality of the software product to other programming languages.

The work was directed to the development of a prototype of a software product using the proposed approach to check and compare the results with other refactoring tools. A command line utility has been developed that accepts a verbal command as an input and outputs the results of processing and analysis of the source code (search for complex structures in the code) or applies the proposed change. As a result of the conducted testing, it was established that the use of the proposed approach allows performing complex refactoring tasks with the help of a simple verbal formalized command. Accomplishing the same task using only the built-in refactoring tools requires significantly more time and effort or is impossible at all.
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The aim of research is to develop an approach for code refactoring of a source code written in the Swift language, which would be based on the formalization of knowledge about the code.

2. Material and Method

During the research, study was carried out and problems that could not be solved by means of standard refactoring were discovered [8–10].

As an example for comparison purposes, the analysis action that looks for all methods that have more than 3 parameters was chosen. The built-in refactoring tool was tested to obtain a result for future comparison (the task turned out to be overwhelming). The same test was performed for additional refactoring utilities that work on regular expressions. The result showed that they are not able to solve such a task.

The structure of the software knowledge base, the architecture of the software engine and their implementation were developed.

The developed software utility accepts as input a line like the following: Test.swift find func paramsCount greaterThanOrEquals 3.

For all requests to be resolved successfully, it is necessary to describe the entities and concepts and correctly program their processing [11]. This is what the knowledge base is for. In this project, the knowledge base is a formalized description of the source code written in the Swift language. It contains its properties, correspondences between «raw» code and code entities, concepts (classes, structures, string literals), their properties (name, identifier, number of parameters) and actions that can be performed (search, rename). Such a description can be formalized, for example, by means of descriptive logics (and corresponding languages such as OWL-DL), but in this work, for simplicity, a meta-description is created using the same Swift programming language.

In Fig. 1 a class diagram is shown. It describes a part of the knowledge base that contains knowledge about the String entity type and what properties it has. Thanks to the protocol organization of the code, any entity can be described using formalized methods, which will allow expanding the functionality of the product effectively.

In Fig. 2 the class diagram of the software engine is shown. The engine is used when there is a request for analysis, such as a «search», or a change (application of refactoring). It reads the source code, sends it to the knowledge base module for evaluation, and returns the result to the user in the form of a text response or modified source code.

Fig. 3 shows a class diagram describing the interaction of the engine classes with the classes representing the knowledge base.

The developed prototype of the software product is a command line utility [12]. Creating a graphical user interface is not appropriate, because the program can act as a sub-process for an integrated development environment or a special text editor.

To check all the requirements set for the product, several test runs were carried out and the boundary conditions of execution were verified.

3. Results and Discussion

An important trait of a developed software product prototype is that the commands that are given are not «strict». For example, the command rename class name equals Test Renamed should not be programmed in this specific appearance. It should work successfully even if the entity type is changed to a structure: rename struct name equals Test Renamed. That is, the program supports logical deduction from a combination of available (implemented) entities, concepts, actions and performs tasks correctly. It is thanks to this trait that a high rate of scaling of the software product is achieved, since at the initial stage an engine that processes the command and executes it is developed, and then only the knowledge base is supplemented with a description of the entities, their properties, and actions that can be performed.
The main obstacle in the development of the software product was getting the ability to work with an abstract syntax tree. Processing the «raw» source code and formalizing it manually is an inefficient task, because it is solved by the initial stages of the Swift language compiler. That is, in the case of own implementation of the processing function, it would be writing the compiler «from scratch». The expediency of such work remains in great doubt [13].

To access the abstract syntax tree generated by the compiler, it is necessary to have access to the lexer and tokenizer, which are components of the compiler from the libSyntax library written in C++. The SwiftSyntax library, which is a high-level wrapper for the libSyntax library [14–16], was used to develop the prototype.

The block diagram of the algorithm of the program is shown in Fig. 4.

Interaction with the program is done through the terminal. To start work, it is necessary to enter a command in the terminal. After that, the program is executed independently and does not require the input of additional data from the user.

After command is received, it is checked for correctness. If the command turns out to be incorrect, the program terminates execution and displays the corresponding error. If the command is correct, the program continues.

After the command is checked, the class which is used to traverse the file containing the source code is initialized. It is selected and configured according to the task written in the command.

For each node of the program that falls under the conditions specified in the command, the condition is evaluated, and the application of the task is performed, which includes the output of the work result in one form or another.

After processing all the nodes, the program terminates the execution.

To begin with, the proposed software product must support the entities, properties and tasks described in Table 1.

During the evaluation of the results, several tests were conducted. The most indicative tests are presented below.

Fig. 5 shows the source code written in Swift. To check the ability of the created software product to find objects in the code that cannot be found using standard refactoring tools, the following command is executed: `refactor Test.swift find class conforms to FirstProtocol`. The result of the
execution is a range of text of the source code (starting line and character, ending line and character).

Fig. 4. Block diagram of the program algorithm

![Block diagram of the program algorithm](image)

Table 1

<table>
<thead>
<tr>
<th>Parameter type</th>
<th>Available alternatives</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tasks</td>
<td>find, rename, localize</td>
</tr>
<tr>
<td>Entities</td>
<td>class, struct, string, func</td>
</tr>
<tr>
<td>Properties of entities</td>
<td>name, paramsCount, conforms, inherits</td>
</tr>
<tr>
<td>Operators</td>
<td>equals, contains, from, to, greaterThanOrEquals</td>
</tr>
</tbody>
</table>

Fig. 5. Initial source code

```swift
class FirstTestClass {
    class SecondTestClass: FirstProtocol {
        var name = "SecondTestClass"
        func shouldReturnTrue(for item: String, secondItem: String) {
            return true
        }

        var name = "FirstTestClass"
        func returnTrue() -> Bool {
            return true
        }
    }

    protocol FirstProtocol {
        func shouldReturnTrue(for item: String, secondItem: String)
    }
}
```

Fig. 6. The result for the first test

```swift
class FirstTestClass {
    class SecondTestClass: FirstProtocol {
        var name = "SecondTestClass"
        func shouldReturnTrue(for item: String, secondItem: String) {
            return true
        }

        var name = "FirstTestClass"
        func returnTrue() -> Bool {
            return true
        }
    }

    protocol FirstProtocol {
        func shouldReturnTrue(for item: String, secondItem: String)
    }
}
```

Fig. 7. Result 1 for the second test

```swift
protocol FirstProtocol {
    func shouldReturnTrue(for item: String, secondItem: String)
}
```

Fig. 8. Result 2 for the second test

The advantage of the proposed software product is that it can perform refactoring tasks of a non-standard type, adapt to the user’s needs. However, the main advantage
is the speed and flexibility of adding new functionality. To do that, it is only necessary to add description to the knowledge base (special files in the program) of how exactly to associate the code with properties of a certain entity and add keywords to the command handler.

A limitation of this study is that the possibility of obtaining an abstract syntax tree for other programming languages and the possibility of its integration with the developed scheme of the knowledge base was not considered. During the analysis of the results, it was found that the program has prospects for development and further commercialization. Such directions should include support of multiple files, combining multiple conditions in one command, and support of other programming languages. Also, as a future development of the idea, it is advisable to consider the description of knowledge about the code not in the form of a hierarchy of classes of a specific programming language, but in the form of a hierarchy of concepts and entities. They can be described in OWL-type languages using the appropriate logical deduction tools for those languages.

4. Conclusions

Based on the results of experimental studies, it was confirmed that the automatic analysis and refactoring systems that already exist do not fully satisfy the needs of the end user and are not capable of performing relatively non-trivial refactoring tasks. To solve problems of this kind, knowledge-based refactoring using the concepts and entities of the source code was proposed. As a result, knowledge-based refactoring allows to form a command descriptively in the form of a task that operates with code concepts – entities, their properties, and actions that can be applied on them. Then the developer who performs refactoring will concentrate only on the formulation of the task, and the program will decide exactly how to apply the described refactoring command to the source code based on what properties the outlined entities have and how to process them.

To experimentally confirm this idea, a software implementation of the refactoring utility for Swift code was developed and a number of non-trivial operations on the code, unavailable in standard refactoring tools, were performed. However, the formulated statements are also valid for processing code written in other modern high-level programming languages.
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